Problem: Security is too expensive
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Key insights

Overhead is dominated by a handful of expensive checks Security is provided primarily by many cheap checks
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